**Problem-1**

*#include<stdio.h>*

*int Fibonacci(int N)*

*{*

*if(N <= 3)*

*return N;*

*return Fibonacci(N-1)\*Fibonacci(N-2)\*Fibonacci(N-3);*

*}*

*int main()*

*{*

*int n;*

*scanf("%d",&n);*

*printf("Fib(%d) = %d\n",n,Fibonacci(n));*

*return 0;*

*}*

**Output**
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*#include<stdio.h>*

*#define size 50*

*int result[size];*

*void init\_result()*

*{*

*int i;*

*for(i = 0; i < size; i++)*

*result[i] = -1;*

*}*

*int Fibonacci(int N)*

*{*

*if(result[N] == -1)*

*{*

*if(N <= 3)*

*result[N] = N;*

*else*

*result[N] = Fibonacci(N-1)\*Fibonacci(N-2)\*Fibonacci(N-3);*

*}*

*return result[N];*

*}*

*int main()*

*{*

*int n;*

*scanf("%d",&n);*

*init\_result();*

*printf("Fib(%d) = %d\n",n,Fibonacci(n));*

*return 0;*

*}*

**Output**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAm8AAABLCAYAAAAmlGCBAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAAZwSURBVHhe7d2xUhvXHgfgv+4TQCc63IErlxlX2OlS6U5eAGwX7mSHPIAfIL4xXQps8QKZ4QWMUnlSUiG6uEOd9AZ7d6UFJNBKworNnvH3eX5Y2pWEzqrQb3S0h0ZEZHkAAEjAf8r/AQBIgPIGAJAQ5Q0AICEV5e0wzrIssquc5VsAALhvt8rb/skgL2s/x8UvjWg0LvMwXpT7AQC4P9Nnm344i+y/F/Hr+o/xttwEAEB9TJS3Yqr0cXzyKRsAQG1dT5t+eBzb558UNwCAGrsqb/ubGzG86OWXpk9WGJzsj28AAMC9u3HCwk95cXse0bk+WeHPjd8UOACAmpgqb2tPno6K28Nn5Ybci+2iwD23VAgAQA1clbe3ny/yn734NFHcxvbjQXMjHrwurwIAcG+uP3l79j5OhlUl7SL++b28CADAvbm9zttexPuJ5UIOe1n8fPFrrD+18hsAwH2bLm+F1x9j8L+nsVZeHXYVNwCAurhd3gAAqK0bS4UAAFBnyhsAQEKUNwCAhChvAAAJUd4AABKivAEAJER5AwBIiPIGAJAQ5Q0AICErlrdO9LIsep3yKgAAX9VX++St3R1Elhe7LOvlFW8F7W4MBt1ol1dnO4yz0e+6zFm+ZULxGKs+j3uzYGxT2tEdFLeZM9bRsbh+vEF3/pEFAOoni04vfx9fpFf8DdQ7ppPfq5flRWLGvmXSzvIykvU6s/aNs3+S3yAbZB9fz95/mWKIeVGZua+uWXZsVxkNcpDfo+KYt7u39qV4XERERL7zXF4oitIg67andpYZl7Db2xdlxfI2bhZZe9a+Ih/O8v0fs/1Z+25mRnGpde4ytlGKY128ftXHvNOb9foWr3tCx0VEROQ7zxdNm15PiY6zzHfe7n6fdnRbWzE8PY6Dcsu0wzjbi3i//mO8LbfMdXAcp8OtaCUxTXjHseXa3VZsnR/Hk9kHK9eOzWZ58ZZmbJo9BYAkVJe3Ti+K+cqxvdhubJeX8x70ZD0ajcYoR+flxjl+6GXxrnl8dZ9G4yhid8H3rdqteLQ2jNPjijby4XFsn3+KF+XVxQ7i+HQYa49aC74/t4zxiRqTZXRmvvRMjruOrd2NNzv9ONrOG1+lYvwROy9vPKfiOMdpVB1mAKBevsFSIVvR7L+KxlSxKMrgUfR3XlZ/sf5RM9aiH58rSsX+5kYML3r5pekv9A9O9sc3mOHgcz9irZmXlVUVz/+yiM7J3DJV7a5j67zcifjrj/xZzVeU7lf91tXjjfKuGcfrTyo+3QQA6uZGeVuLnXflm/ruVrltVedxPHMuby/+Pt+KHyraW7t6jm/CT3m5eZ63l+vC9OfGb9UF7rQfw2SmCJccW7sbra2qY3xTJ15OfQKa51U/Nr/wA0IA4Nu7Ud6G8der8k19mfnQFZ328yq1QpNae/J0VG4ePis35F5sFyXn+ZzlNP4NX3naNLfc2NrRfbMT/aPthZ+6FTq9VvT/uHHLg+OIVqrLqADA9+cbTJvO16+YFx1Ncc7x9vNF/rMXnybKzdh+PGhuxIPX5dVJC6Zil/d1p02XH9ujaK5FbO1Olsbd2Mr/7WaDmP5KYdUJCwfxue+EBQBIRXV529v+4vIxreoMz0683OnH31W/YtEU57P3cTKsKGlxEf/8Xl6cMJqKHfbjtLxeW0uPbVaJPIrz/N9RY33Gmaf/RnEFAO5buW7IvHXeqlMsxdarXER3vOZY79ZCsMX2+Yvvjp/PggVki7XQsrPscGLbYfG7TvanbzfKEo9Xp9xpbJOZs7be+MVavE1ERETqnPxH8QY+w8yiU3HbK+Wiuu2iKY2Mi8T03ZYsicWd5i3SW+T1x/zRrlWWm9QW6S2y7NhGGRfia7OP8fXrUlp0fEVERKRWaZQXaqr4W53vonnciFVncPMeGK3+q1hf6qxMAIB6qnl5yxV/SP1NxJtV1iIrHqNYz6yx3FmZAAB1Vf/yBgDAlXtfKgQAgOUpbwAACVHeAAASorwBACREeQMASIjyBgCQEOUNACAhyhsAQEKUNwCAhChvAAAJUd4AABKivAEAJER5AwBIiPIGAJAQ5Q0AICHKGwBAQpQ3AICEKG8AAAlR3gAAEqK8AQAkRHkDAEiI8gYAkBDlDQAgIcobAEBClDcAgIQobwAACVHeAAASorwBACREeQMASIjyBgCQEOUNACAhyhsAQEKUNwCAZET8H5zk40kNV+9ZAAAAAElFTkSuQmCC)**

*#include<stdio.h>*

*int Fibonacci(int N)*

*{*

*int Fib[N+1],i;*

*Fib[1] = 1;*

*Fib[2] = 2;*

*Fib[3] = 3;*

*for(i = 4; i <= N; i++)*

*Fib[i] = Fibonacci(N-1)\*Fibonacci(N-2)\*Fibonacci(N-3);*

*return Fib[N];*

*}*

*int main()*

*{*

*int n;*

*scanf("%d",&n);*

*if(n <= 1)*

*printf("Fib(%d) = %d\n",n,n);*

*else*

*printf("Fib(%d) = %d\n",n,Fibonacci(n));*

*return 0;*

*}*

**Output**

![](data:image/png;base64,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)



(a) solves same subproblem again and again.

Time Complexity: O(3^n)



part(c) do not use computer memory in order to save time.

part(a) will take longest amount of time to solve the problem because the time complexity of part(a) is O(3^n).

part(a) will take least amount of time to solve the problem because the time complexity of part(c) is O(n).

**Problem-2**

1. 0/1 knapsack algorithm is used to get maximum total money that Chowdhury Shaheb can earn by selling his land.
2. **Algorithm**

*void knapSack(int W, int n, int val[], int wt[]);*

*int getMax(int x, int y);*

*int main(void) {*

*int val[] = {6,5,9,7};*

*int wt[] = {* *5, 5, 6, 4};*

*int n = 4;*

*int W = 5;*

*knapSack(W, n, val, wt);*

*return 0;*

*}*

*int getMax(int x, int y) {*

*if(x > y) {*

*return x;*

*} else {*

*return y;*

*}*

*}*

*void knapSack(int W, int n, int val[], int wt[]) {*

*int i, w;*

*int V[n+1][W+1];*

*for(w = 0; w <= W; w++) {*

*V[0][w] = 0;*

*}*

*for(i = 0; i <= n; i++) {*

*V[i][0] = 0;*

*}*

*for(i = 1; i <= n; i++) {*

*for(w = 1; w <= W; w++) {*

*if(wt[i] <= w) {*

*V[i][w] = getMax(V[i-1][w], val[i] + V[i-1][w - wt[i]]);*

*} else {*

*V[i][w] = V[i-1][w];*

*}*

*}*

*}*

*printf("Max Value: %d\n", V[n][W]);*

*}*

**Dry run**

**1st phase**

for(i = 1; i <= 5; i++)

for(w = 5; w <= 10; w++)

if(wt[1] <= 5)

V[1][5] = getMax(V[1-1][5], val[1] + V[1-1][5 - wt[1]]);

= V[0][5] = 0, 6 + V[0][5-5]

= V[0][5] = 0, 6 + V[0][0]

    = getMax(6)

**N[1][5] = 6**

for(i = 1; i <= 5; i++)

for(w = 5; w <= 10; w++)

if(wt[1] <= 5)

V[1][5] = getMax(V[1-1][5], val[1] + V[1-1][5 - wt[1]]);

= V[0][5] = 0, 6 + V[0][5-5]

= V[0][5] = 0, 6 + V[0][0]

    = getMax(6)

**N[1][5] = 6**

for(i = 1; i <= 5; i++)

for(w = 6; w <= 10; w++)

if(wt[1] <= 6)

V[1][6] = getMax(V[1-1][6], val[1] + V[1-1][6 - wt[1]]);

= V[0][6] = 0, 6 + V[0][6-5]

= V[0][6] = 0, 6 + V[0][1]

    = getMax(6)

**N[1][6] = 6**

for(i = 1; i <= 5; i++)

for(w = 4; w <= 10; w++)

if(wt[1] <= 4)

V[1][4] = getMax(V[1-1][4], val[1] + V[1-1][4 - wt[1]]);

= V[0][4] = 0, 6 + V[0][4-5]

= V[0][4] = 0, 6 + V[0][-1]

    = getMax(6)

**N[1][4] = 6**

**2nd phase**

for(i = 2; i <= 5; i++)

for(w = 5; w <= 10; w++)

if(wt[2] <= 5)

V[2][5] = getMax(V[2-1][5], val[2] + V[2-1][5 - wt[2]]);

= V[1][5] = 6, 5 + V[1][5-5]

= V[1][5] = 6, 5 + V[1][0]

    = getMax(5)

**N[2][5] = 5**

for(i = 2; i <= 5; i++)

for(w = 5; w <= 10; w++)

if(wt[2] <= 5)

V[2][5] = getMax(V[2-1][5], val[2] + V[2-1][5 - wt[2]]);

= V[1][5] = 6, 5 + V[1][5-5]

= V[1][5] = 6, 5 + V[1][0]

    = getMax(5)

**N[2][5] = 5**

for(i = 2; i <= 5; i++)

for(w = 6; w <= 10; w++)

if(wt[2] <= 6)

V[2][6] = getMax(V[2-1][6], val[2] + V[2-1][6 - wt[2]]);

= V[1][6] = 6, 5 + V[1][6-5]

= V[0][6] = 6, 5+ V[0][1]

    = getMax(5)

**N[2][6] = 5**

for(i = 2; i <= 5; i++)

for(w = 4; w <= 10; w++)

if(wt[2] <= 4)

V[2][4] = getMax(V[2-1][4], val[2] + V[2-1][4 - wt[2]]);

= V[1][4] = 0, 5 + V[1][4-5]

= V[1][4] = 0, 5 + V[1][-1]

    = getMax(0)

**N[2][4] = 0**

Size in Bighas: { 5, 5, 6, 4 }

Price in Crores of taka: {6,5,9,7}

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| V[i,w] | W = 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 |
| i = 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| 1 | 0 | 0 | 0 | 0 | 0 | 6 | 6 | 6 | 6 | 6 | 6 |
| 2 | 0 | 0 | 0 | 0 | 0 | 5 | 5 | 5 | 5 | 5 | 11 |
| 3 | 0 | 0 | 0 | 0 | 0 | 5 | 9 | 9 | 9 | 9 | 11 |
| 4 | 0 | 0 | 0 | 0 | 7 | 7 | 7 | 7 | 7 | 13 | 16 |

1. I agree with my friend. He uses in part (a) incremental design technique. Part (a) is dynamic programming bottom-up method. It divides the problem into sub problem and stores data in the computer memory. bottom-up method also known as incremental design technique.

**Problem-3**

**a)** NO, simple string comparison algorithm cannot used to solve this problem. In this question simple string comparison algorithm return MATCHED when input is same. But in this problem, we have 2 different inputs for this reason this algorithm is not working

**b)**

LCS-LENGTH(*X,Y*)

1      *m=X*.length

2      *n=Y*.length

3      let b[1 to m, 1 to n] and c[0 to m, 0 to n] be new tables

4      **for** i=1 to m

5          c[i,0]=0

6      **for** i=1 to n

7          c[0,j]=0

8      **for** i=1 to m

9          **for** j=1 to n

10              if x1==y1

11                    c[i,j]=c[i-1, j-1]+1

12                    b[i,j]= “ ”

13              **elseif** c[i-1,j]>=c[i,j-1]

14                     c[i,j]=c[i-1,j]

15                    b[i,j]=" ”

16              **else** c[i,j]=c[i, j-1]

17                    b[i.j]=” ”

18      **return** c and b

**C)**

PRINT-LCS(b,X,I,j)

1      **if** *i==0* or *j==0*

2          **return**

3      **if** *b[i,j]*==” ”

4          PRINT-LCS(b,X,i-1,j-1)

5          print xi

6      **elseif** *b[i,j]*==” ”

7          PRINT-LCS(*b, X, i-1, j*)

8      **else** PRINT-LCS(*b, X, I, j-1*)

**f)** Dynamic Programming can be used to find the longest common substring.

**Problem-4**

2. We Can use 2 algorithms used to solve the problem faced by SPARRSO. They are Kruskal & prim’s algorithms.

**Kruskal Algorithm:**

MST-KRUSKAL(*G,w*)

1    *A= ∅*

2    **for** each vertex *v* ***belongs to*** *G.V*

3          MAKE-SET(v)

4    sort the edges *G.E* into non decreasing order by weight *w*

5    **for** each edge(*u, v*) ***belongs to*** *G.E* in non decreasing order by weight

6.         **if** FIND-SET(**u**) ≠FIND-SET(**v**)

7                      *A=A ∪ {(u, v)}*

8                      UNION(*u, v*)

9    **return** *A*

**Prim’s Algorithms:**

MST-PRIM(*G,w,r*)

1    **for** each *u* ***belongs to*** *G.V*

2          *u.key=infinity*

3          *u. π = NIL*

4    *r.key=0*

5    *Q = G.V*

6    **while** *Q ≠ ∅*

7             *u=*EXTRACT-MIN(*Q*)

8             **for** each *v* ***belongs to*** *G.Adj[u]*

9                             **if** *v* ***belongs to*** *Q* and *w(u, v) < v. key*

10                                           *v. π=u*

11                                *v. key=w(u, v)*



**Problem-5**



BFS(*G,s*)

1    **for** each *u* ***belongs to*** *G.V – {s}*

2          *u.color =* WHITE

*3 u.d = infinity*

4          *u.**π = NIL*

5 *s.color* = GRAY

6    *s.d = 0*

7 s.*π =*  NIL

8    *Q = ∅*

9 ENQUEUE (*Q, s*)

10   **while** *Q ≠ ∅*

11            *u =* DEQUEUE (*Q*)

12            **for** each *v* ***belongs to*** *G.Adj[u]*

13                             **if** *v. color ==* WHITE

14 *v. color =* GRAY

15 *v.d = u.d* + 1

16                                    *v. π=u*

17 ENQUEUE (*Q, v*)

18               *u. color =* BLACK

1. Depth first search (DFS) algorithm also is used for this problem.

BFS(*G,s*)

1    **for** each *u* ***belongs to*** *G.V*

2          *u.color =* WHITE

*3 u. π = NIL*

4 *time =* 0

5 **for** each *u* ***belongs to*** *G.V*

6 **if** *v. color ==* WHITE

7 DFS – VISIT (*G, u*)

There are two methods for representing graph in computer:

1. Adjacency matrix

2. Adjacency list

**Problem-6**

BELLMAM-FORD(*G, w , s*)

1 INITIALIZE-SINGLE-SOURCE (*G, s*)

2 **for** *i =*1 **to** G.V - 1

3 **for** each edge (*u, v*) ***belongs to*** *G.E*

4 RELAX (*u, v, w*)

5 **for** each edge (*u, v*) ***belongs to*** *G.E*

6 **if** *v.d > u.d + w (u, v)*

7 **return** FALSE

8 **return** TRUE